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Abstract. Metamorphic testing is one of the most effective methods
of testing programs with the test oracle problem. This problem declares that
it is impossible to know whether the test answer is correct for one reason or
another. Metamorphic testing uses metamorphic relations to check the program
correctness. Metamorphic relation is a function of several test inputs and
corresponding outputs of the program. Developing metamorphic relations can be
a non-trivial task.

This systematic review is dedicated to identifying general derivation techniques
for metamorphic relation as well as techniques pertinent to particular domains.
As a result, we propose a classification of techniques into six main types and
compile a comparative table of input data transformations for testing tasks
in different domains. Findings of this review will help researchers to apply
metamorphic testing in practice.
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Figure 1. An example of checking the test. The role of the
oracle is to compare the answer with the right one.

Introduction

Software quality control is a crucial part of the development process.
At this stage, one verifies that the software meets all the set requirements,
which means it will behave in an expected and previously known manner.
Software deviations from the stated requirements regularly become the
causes of aircraft crashes, self-driving car accidents, failures of space
missions, and data security breaches [1]. Non-compliance with the
requirements is a good reason for modifying the developed system or
decommissioning the one already in use.

Software testing is one of the methods for quality monitoring during
the software development process. Software testing identifies incorrect
program behavior, violations of functional and non-functional requirements,
and usage scenarios not provided in the documentation. A test oracle [2] is
a function that determines the correctness of a program’s response. The
simplest test oracle compares the program response with a previously
known answer (see Figure 1).

A more complex example could be an oracle that checks the correctness
of the Hamiltonian path in a graph: it is enough to check the inclusion
of all vertices of the graph in the path with the connecting edges; this test
does not require an answer known a priori. In poorly formalized cases, if
the requirements are inaccurate or a high level of expertise is necessary,
then a user, an expert, or another program can be taken as a test oracle.

When testing knowledge-intensive, non-deterministic, distributed
software systems, the so-called test oracle problem became a significant
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obstacle. The test oracle problem [3] is the difficulty in devising test
oracles, especially automatic ones. The problem is relevant in situations
that require exhaustive search to find an exact solution. Such situations
appear in bioinformatics and combinatorics, in machine learning tasks due
to the costly process of test data collection and labeling or tasks of creating
artistic objects due to the need for human evaluation of conformance to
the poorly stated requirements. However, there are various methods to
approach this problem. Property-based testing, for instance, checks the
fulfillment of a given relationship between the inputs and outputs of a
program. Metamorphic testing is a variation of this method.

1. Metamorphic testing

1.1. Definitions and examples

Metamorphic testing [4] is used in many areas and has several
development directions [5, 6]. The idea of the method is to check
a metamorphic relation between stimuli and responses instead of the
correctness of each specific program response. A metamorphic relation is
a function calculated on several program inputs and outputs:

R(x1, x2, . . . , xn, f(x1), f(x2), . . . , f(xn)) −→ {0, 1},(1)

where n ⩾ 2 denotes the number of runs in the test case, xi — input data
for the i-th run in the test case, f(xi)— the i-th output. The metamorphic
testing technique consists of the following steps. First, we set the procedure
for obtaining input data which can involve using a data generator. Next,
we run the program on generated inputs in the test case and check the
if the relation holds. If there are input data for which R is zero, then
there are errors or non-compliances with the requirements. Thus, instead
of directly checking the answers, the method uses the so-called derived test
oracle [6]. The construction of such a relation for a number of problems
can naturally follow from the properties of the problem solved by the
program and can be simpler for a program developer or researcher.
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Figure 2. A simple example of metamorphic testing. The
metamorphic relation is a function R(x, y,X, Y ) = I(x, y) ∩
O(X,Y ). Presence of dependence I(x, y) between test inputs
should cause the presence of the dependence O(X,Y ) between
outputs.

A common metamorphic relation has the following statement. If two
elements of the input data sequence satisfy some relation I, then the two
corresponding program responses must satisfy the relation O (see Figure 2):

(2) R(x1, x2, . . . , xn, f(x1), f(x2), . . . , f(xn)) =

= I(x1, x2, . . . , xn) ∩O(f(x1), f(x2), . . . , f(xn)),

where I is the transformation of the input data, O is the expected
relationship between the outputs, n ⩾ 2 is the total number of test runs
in the test case, xi is the input data for the i-th run in the test case, and
f(xi) is the i-th program output (see Figure 2). We will consider relations
under the conditions that test runs are independent and that the initial
state of the program in each run is known.

As an example, let us describe several metamorphic relations for
checking the correct execution of queries to a relational database containing
a table T = a|b|c|..., where a, b, c are the table columns.

• Let A and B be two search conditions. Then the answer of a query
with condition A ∩ B is a subset of the answer of a query with
condition A (similar to B).

• Let A be a search condition. The answers to the query with condition
A and the query with condition ¬A do not intersect.



A systematic review of metamorphic testing 65

• Let A be a search condition. The number of answers to a query with
condition A when sorting in ascending order of column a and when
sorting in descending order of column a is the same.

1.2. Terminology

Metamorphic testing is rarely discussed in Russian scientific literature,
so it does not have a common terminology in Russian. Some researchers
use the term метаморфное тестирование which is the literal translation
of the English term metamorphic testing.

Authors use terms тестирование инвариантами (invariant testing)
for metamorphic testing and тестовый инвариант (test invariant)
for metamorphic relation in Russian text. Such terms are much easier
to understand and to remember due to the simple close relation with
the definition. In mathematical literature, invariant means a value or
a property that is constant in the situation under observation. Test
invariant usually means a function that preserves its value if the parameters
change as expected. In physics, an invariant has a similar meaning, for
example, in the phrase time translation invariance. The formula 1.1 defines
such a function, so by meaning metamorphic relation we assume a test
invariant. Moreover, a test invariant can be derived as a corollary from a
mathematical model of the problem solved by the program. So the used
terms тестовый инвариант and тестирование инвариантами are
suitable translations from English.

2. Research goals and methods

At the current stage of the development of metamorphic testing,
one of the unsolved problems is developing a methodology for devising
metamorphic relations. A widely applicable method is still missing for
programs that solve different applied problems in many areas. This leads
to a effort-intensive compilation of metamorphic relations practically from
scratch in each specific case.

In this study, we set the following tasks to overcome difficulties
in devising metamorphic relations.

(1) Identify common and reusable techniques (patterns) for devising
metamorphic relations in different problem areas. The results are
given in Section 4.
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(2) Determine specific traits of metamorphic testing for machine learning
and data analysis programs that may allow for constructing more
effective relations. More details are in Section 5.

(3) Identify indirect methods for obtaining the relations, as well as ways
to combine relations with other methods in order to simplify the
use of metamorphic testing in non-standard cases. The results are
collected in Section 7.

(4) Identify omissions and opportunities for further development of meth-
ods for devising metamorphic relations. The results are given in
Section 3 and Section 6.

We apply a systematic review method [7] to achieve the goals of the
study. B. Kitchenham proposed this method for conducting meta-research
(secondary study) in software engineering. This method can improve the
reproducibility of the results and the validity of the conclusions.

To select publications, the following criteria were used: novelty,
publication in the period from 2018 to 2023, accessibility to the reader,
relevance to the research topic, detailed and clear description of the test
invariants used, the presence of practical results in the work, and the
possibility of generalizing the ideas used and techniques. The quality of the
proposed invariants was not considered a search criterion, since the total
number of studies on the topic is not enough to apply statistical methods
for determining the average effectiveness of a particular invariant.

In order to outline the basic results of invariant testing, the review also
includes seminal works in each area, some of which were published before
2018. To select them, the following criteria were used: relevance to the
topic, citation, depth and versatility of the proposed ideas and methods,
and practical value. The search followed the same rules, but no publication
date restriction was applied. During the search, lists of sources from the
most famous English-language review articles [4,6] on this topic were
additionally used. Also, seminal works have been replaced by sources that
cite and reuse test invariants from these earlier works without significant
modifications.
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We searched for publications in Google Scholar in English using
the keywords “metamorphic testing”, “metamorphic relation”, “neural
network”, “classification”, “maps”, “graphs”, “natural language processing”
and combinations of these words. We identify some additional publications
by reviewing the reference lists from these publications. The presence
of the word “metamorphic” in the source text is necessary since there are
no alternative names for this method in the English literature. The search
excluded patents and citations, review articles on related fields and various
testing methods, and articles that only mentioned usage of metamorphic
testing. The search was conducted from June 14 to September 13, 2023.

We found more than two thousand publications using the keywords
“metamorphic testing” for the period from 2019 to 2023. This fact indicates
the relevance and interest of researchers in this topic. We selected and
studied about 120 papers and included 66 of them in this study.

We also searched for Russian-language publications in eLibrary. We
found only one work on the topic, a short paper [8], and one article from
a related field of verification of flowcharts [9].

We reviewed a description of the subject area, the solved problem,
and the relations proposed in each publication. Then, we grouped this
information by subject areas and identified the most popular ideas and
techniques in each area. We also selected a brief description of the method
from the reviewed articles that describe techniques for devising the relations.

Finally, we generalize the selected approaches. At this stage, we form
a classification of methods for developing metamorphic methods based
on input data transformations. Using this classification, we describe
patterns for developing relations that can be applied in many areas.

3. Classification of metamorphic relations

An analysis of the selected metamorphic relations showed that they
could be rewritten in the same form (2). We formulated a classification
of metamorphic relations based on the types of input data transformations
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Table 1. Classification by transformation of input data

Transformation Meaning

LT linear transform linear transformation (including increasing or
decreasing, multiplication by a constant)

SM symmetry reflectional and rotational symmetries,
symmetrical relations and others

PR permutative permutation of elements of initial data

IE inclusive / exclusive inclusion/exclusion of elements from a set

BC blur / change replacement or modification,
adding random noise

UD unite / divide merging or splitting input data

I (see table 1). These transformations allow us to obtain the input data
I(x1, x2, . . . , xn) for metamorphic relations.

The classification we describe does not include a few rare metamorphic
relations tied to a specific problem so that their generalization is currently
of no interest. A few examples of such relations are described in section 4.2.

4. Patterns for devising metamorphic relations

In this section, when we describe the methods used in the literature for
compiling metamorphic relations, we will immediately indicate in parenthe-
ses, which of the previously identified classes it belongs to. For example,
multiplying numerical parameters by a non-zero constant can be classified
as linear transformations (LT).

4.1. Common techniques

Popular techniques for testing models and algorithms are changing
parameters, rearranging equivalent parameters, and adding noise.

Often, researchers use a parameter change (LT) to clearly predict the
change in the result (whether it will improve, worsen, change by a known
amount, or not change at all). Examples include changing the number
of computing devices [10], changing the parameters of the epidemiological
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model [11,12], parameters and hyperparameters of neural network models
[13].

Permutations of equivalent parameters or inputs (PR) are a popular
method. Frequently, one can expect the same output of the program
execution. For example, permutation of users of cloud services [10],
operations performed under multi-threading conditions [14], and input
data in stochastic optimization [15] should not affect the program output.
The order in which one adds requirements when booking a hotel using
a bot [16] should not affect the search results.

Adding noise (BC) is a widely used technique: errors [17,18], noise
[19–21], distortions [22], use of language features [23]. Usually, researchers
expect that the added noise will not change the output, or at least will not
improve it. If one replaces the original data (BC), the result usually be
expected to change. For example, we can cite the already mentioned
relation from section 1 with the conditions A and ¬A. With such a change
in the input, the output should completely change and not intersect with
the previous one.

Adding or removing parts of the source data (UD) is less common. For
example, adding new users of cloud services [10], adding and removing
language units from the text [24], parts of the input data [18,25].

The technique of using symmetrical inputs is fruitful in the areas
of imagery and geoinformatics. For example, reflection of a chessboard [26]
when testing chess playing algorithms, reflection of images relative to the
axes [27], time reversal of video sequences [27], rotations and reflections
of card images [28], reflections of detected data clusters over a line [29].

4.2. Using the properties of the mathematical model and the
subject area

One can use the properties of a mathematical model of the problem or
a program to obtain metamorphic relations. For example, Guderlei et al.
[30] compare the sampling results to the given statistical distribution.
Researchers test deep neural network compilers [31] by adding source code
that leads an equivalent program but changes the resulting computational
graph (IE). Both the properties of the chessboard and the ranking of the
pieces are used to test chess algorithms [26], for example, reflections of the
board (SM), replacement of the pieces with ones of a different color (PR),
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or stronger or weaker ones (BC). In article [32], the authors propose
to apply matrix transformations (LT) and modulo operations (LT) to
construct metamorphic relations for testing hashing algorithms that use
matrix transformations and the RSA algorithm. Removing particular bits
in the message (IE) and splitting the message into parts (UD) are applied
to test another hashing algorithm [33]. In these cases, the hash value
should change after transformations.

Sometimes, domain features are useful for constructing metamorphic
relations. Testing a comparative genetic analysis system [34] uses the
ability to separate mutations into non-overlapping classes. The work
on testing driver assistant systems [35] uses some considerations about
labeled maps; for example, highways and buildings do not have common
areas, and forbidden parts of some paths do not intersect other paths. The
work on testing an application with a microservice architecture [36] uses
the features of the payment system. For example, the sum of creditor
and debtor balances should remain the same after moving data from one
microservice to another.

5. Methods for devising metamorphic relations in different areas

5.1. Search algorithms

When testing search algorithms, one checks if the program output
changes in the expected way after adding or removing search conditions
(IE). New elements should not appear in the output after adding a new
condition [36,37], and old ones should not disappear after removing
a condition. A paper on testing the hotel booking bot uses changing the
order of adding search terms (PR) [16]. Another paper [27] uses symmetry:
search results sorted in descending order can be obtained from the results
sorted in ascending order after reversing (SM). The product price should
not depend on the search query (BC) [27], and the search results should be
the same for different languages (BC) [27] and for users around the world
(BC). Such a relation would test if outputs differ due to the inconsistencies
among different database replicas in a distributed system.

5.2. Machine learning and data analysis

Due to the complexity of testing machine learning systems and data
analysis algorithms, researchers propose many interesting techniques
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and transformations of input data. One of the common techniques is
a repartition of the training dataset (UD). For example, adding or excluding
an element from the data sample [29,39,40], adding or excluding entire
classes [39,40], duplicating elements of the training set [39], changing
labels of data elements (BC)[40], addition and exclusion of features
(IE) [29,39,40]. The exclusion of non-important features should not
significantly change the classification quality, and the exclusion of significant
ones should not improve. Permutations (PR) of features [39,40], class
labels [39,40], elements of the training set [29], as a rule, should not
significantly change the final quality of the classifier. A paper on testing
prediction tools for protein properties [41] uses transformations of proteins
that are guaranteed to change their function (BC), and the model should
also change the prediction.

Linear transformations (LT) are less popular in this area. One can
use the application of an affine transformation to sample features [40],
rotations, and transformations of the coordinate system in space [29]
(such transformations should not significantly affect the program output).
Xie et al. [29] propose several more techniques for testing clusterization
algorithms: compressing selected clusters to their centers (LT), adding
elements inside the convex hull of clusters (UD), and adding outliers (UD).
The idea of symmetry (SM) results as a technique of reflecting clusters over
a line [29].

5.3. Deep learning and neural networks

One can use the methods proposed for testing machine learning models
to test deep neural networks. For example, linear feature transformation
(LT) [13,19,42]), permutation of class labels (PR) [13], repartition
of data into train and test samples (UD) [13], data duplication (UD) [13],
increasing or decreasing the learning algorithm parameters (LT) (e.g.
learning rate, the α parameter in the nonlinear activation function ReLU,
the number of training epochs, the number of neurons in layers [13]).

Another set of techniques is applied for testing image processing
algorithms. Checking for quality of facial recognition uses changing the
hair color, eyebrows, and sex, and adding glasses, mustache, and beard
(BC) [43]. Testing of self-driving cars involves changing the weather (BC)
[44,45] or replacing the background (BC) [46] on the pictures. Xu et al.
[47] propose the idea of using inequalities for the detection logits on the
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image and on its parts (UD). Other techniques use symmetries (SM):
reflection [27], video reversal [27], as well as perspective transformations
(LT) [48] and brightness change (LT) [48]. A new idea is to add watermarks
(BC) and masks (UD) [48]. Park et al. [49] add new objects to the images
(UD) to test the model.

One can check robustness of the model with noise reduction (BC)
[19–21] and data distortion (BC) [22]. Another technique is to use the
permutations of elements of the training sample (PR) [42], training and
target features (PR) [42], image channels [48].

5.4. Natural language processing

A connection between changes in the text and changes in its meaning
or other parameters under consideration is unclear. Therefore, input
data transformations that do not change the system output are the most
popular for testing natural language processing systems. Thus, techniques
for input data transformation use the spelling and grammar features
of languages, for example, English and Chinese.

A common technique is to add a substitution that should not change
the program output (BC). Replacement of a morphological or semantic
entity property, for example, gender [50], is used to recognize discrimination.
Robustness check uses the replacement of a word with its synonym,
translation into another language or an unrelated word [16, 23, 51],
replacement of symbols with similar ones (visually or phonetically) or
with ’*’ [23]. Other transformations are voice change (BC), replacement
of certain words, for example, «before» with «after» (BC), change in the
order of sentence members (PR) [51], noise with typos (BC) [23], word
skipping (IE) [16]. Wang et al. [23] propose several more ideas for systems
to analyze the Chinese language: splitting words and characters into parts
(UD), merging letter combinations (UD), rearranging letters in a word
(PR), abbreviating to an acronym (UD), inserting special offers-indicators
(IE) for recognition. Such transformations can be fruitful for assessing the
robustness of the model.

In automatic translation, the replacement of a noun for another
helps to determine translation consistency (BC) [52]. One can also use
symmetries (SM): the source text and its back translation from another
language [27,53]; direct translation from language A to language B and
translation from language A to language B via a third language C [54].

Researchers successfully apply metamorphic testing to named entity
recognition systems. An article [24] on recognizing entities in the text uses
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transformations that preserve existing entities: paragraph permutations
(PR), permutations of a list of added random words (PR), and sentence
merging. Adding and deleting random words, sentences, and paragraphs
(UD) should not result in the disappearance of previously recognized
entities. Sun et al. [55] use swapping entities (SM) and replacing entities
(BC) to test a system that searches for relationships between entities.
These transformations do not affect the existence of the relationship and
use its symmetry.

5.5. Graph models. Geoinformatics

Graph models are used for various tasks like searching for routes [28]
and modeling gene interactions [17]. One can structurally modify the
graph model by adding or removing vertices and edges. For example, Chen
et al. [17] consider a tool for modeling gene regulatory networks. They use
transformations that obviously increase or decrease indicators, for example,
changes in the edge or vertex parameter (LT), adding or removing vertices
and edges with different properties (IE). The work [56] on testing a model
that simulates the spread of news in a social network also uses changes
in parameters with predictable results: changes in weights, types, and
parameters of neighboring vertices, and others.

Important mathematical properties of the graph model for geographical
data are the symmetry of the reachability and the triangle inequality.
Based on them, several authros propose to swap the beginning and the
end of the route (SM) [27,28] and apply the triangle inequality to the
lengths of routes A-C-B and A-B (UD) [28] and to their costs (UD)
[38]. The triangle inequality also applies when adding and removing
obstacles (IE) [28], adding conditions (IE) [38]. Some relations use
robustness assumptions (BC): a small change in the starting points does
not dramatically change the program output [38], and the same request
after a short period of time results in the same output [27].

In cartography and route planning software, researchers additionally
use transformations that change only the presentation of the map image.
For example, changing the coordinate system [28] (LT), rotational
symmetries, and reflecting the map over a line [28] (SM). As a result, such
transformations do not change the output. When the scale of the image is
changed, they change the path length proportionally.

Iqbal et al. [35] use domain-specific features of labeled maps. They
check that each path has at least one start and one finish, every roundabout
has an entrance and an exit, and the forbidden parts of some paths do not
intersect other paths.
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5.6. Bioinformatics (texts)

Metamorphic testing is applied to testing aligners. An aligner is
a program that determines the coordinates of small sections of nucleic acids
read by a sequencer (so-called reads) on the reference genome. If an aligner
calculates the read coordinates successfully, this read is called mapped;
otherwise, it is called unmapped.

The use of inverted reads [17, 18] is an example of reflections.
Researchers also propose changing the order of reads in the input (PR)
[18], permutation of letters in the alphabet (PR) [17], adding [18,25] and
deleting [18] reads (UD), using only mapped or unmapped reads (UD)
[18,25], reads expansion (IE) [18], adding and removing sets of reads (UD)
[17], changing the maximum allowed number of mismatches [17]. Also, one
can add [17] and remove [17,18] errors in reads (BC), replace errors
with errors of a different type (BC) [17]. These operations may require
a comparison of reads with the corresponding regions of the reference
genome.

5.7. Compilers

A compiler is a program that converts code written in a programming
language into a set of machine codes. The main idea used to test compilers
is to create a program equivalent to the original one. Donaldson et al. [57]
add dead code and identity functions (IE). Le et al. [58] use program
reduction (BC) through sophisticated code coverage analysis.

Nowadays, some specialized compilers transform a high-level deep
neural network model into optimized executable code. Xiao et al. [31] add
complex constructions to test such a compiler. These constructions create
a duplicate of the initial program but change the resulting computation
graph (IE).

6. Analysis of the application of methods for relation construction
by areas

We compile a summary table 2 based on the input data transformations
patterns. The table cells contain objects, parameters, and properties.
The column indicates the method of input transformation, and the row
indicates the area. One can note that these transformations often change
the minimal indivisible units from the area under consideration, such as
a vertex or an edge of a graph, a sample element, a language unit, or their
representation in computer memory.
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Table 2. Transformations of input data for metamorphic relations

Area LT SM PR IE BC UD

Search
algorithms output order order

of conditions a condition
language,
send
position

Machine learning a scale, pa-
rameters

symmet-rical
object

equivalent
properties properties a label a sample

Deep neural
networks

properties,
hyperpa-
rameters

symmet-rical
object

properties,
classes new objects

an object,
a back-
ground

a sample,
an image

Geoinformatics coordinate
system

coordinate
system,
relations

a start and
a finish
of the path

obstacles,
conditions a point paths

Graph models an edge
a start and
a finish of the
path

vertices paths

Natural language
processing

languages,
entities

language
items

words,
indicators

language
and items

language
items

Bioinformatics reads, an
alphabet

reads, an
alphabet

reads,
mutations,
genes

reads,
errors reads

Compilers syntax
constructions

text of the
program
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We were not able to find relations of all six identified types for all the
considered areas, which may serve as a direction for further research.
In addition, discovered relations have not yet used transformations of all
possible units of the areas under consideration. For example, one can add
noise to the capacities and other characteristics of vertices and edges in a
graph (BC) and rearrange the edges themselves (PR) when storing the
graph in the form of adjacency lists. In natural language processing, one can
try to use the vector representation of words to apply linear transformations
(LT). In object detection, collage images can help to compare results (UD).
For search queries, one can change the filter parameter (LT) and compare
the number of responses for different parameter ranges (UD). For example,
the total number of responses equals the sum of the number of responses
for the two halves of this range.

Thus, the resulting table shows the following algorithm for compiling
relations. Researchers consider the minimal units in the subject area and
apply transformations from the six specified groups. One can obtain
a metamorphic relation if it is possible to say unambiguously what change
in the output the transformation should lead to.

7. Other methods for metamorphic relations

In addition to obtaining relations directly from the problem statement
or model properties, it is possible to make compositions of already existing
metamorphic relations, combine them with the methods of mathematical
statistics for application to stochastic systems, and combine them with
other methods. These techniques also help to obtain new, sometimes more
effective, relations, so let us consider them in more detail.

Application of statistical methods in metamorphic testing.
Random errors may occur during the testing of stochastic systems with
metamorphic testing, so one can use statistical approaches to verify the
correctness of relations. One of the first works on statistics in metamorphic
testing [30] considers testing the properties of a specific statistical
distribution implementation as an example. More recent works use
statistical methods to determine the fulfillment of relations (ANOVA [54],
Spearman’s rank correlation [59], a criterion for testing the presence
of statistically significant differences [60, 61]). The work on testing
multi-armed bandits [74] proposes another generalization: the relation is
defined as a composition of the procedure for obtaining a sample and
a statistical criterion.
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Search for relations. Relations are not always easily derived from
the problem statement or model of the solution algorithm. In addition, this
process is currently poorly automated. Therefore, a separate direction
in metamorphic testing considers searching for approaches for metamorphic
relations [62,63]. Zhang et al. [64] propose an approach for searching
metamorphic relations as polynomial functions, and Sun et al. [65] search
the relations dynamically by categories of inputs and outputs. The work
[66] proposes the SVM algorithm application on program graphs to predict
relations. Blasi et al. [67] propose to search for descriptions in natural
language that can be converted into metamorphic relations.

Special types and compositions of relations. One of the early
works in this field [68] proposes iteratively selecting input data for test
cases. The paper [69] develops this idea and applies it to testing the linear
model. The output of the first test run is used to get the next one. The
work [39] proposes the idea of multidimensional metamorphic relations.
The work on spectrum-based fault localization [70] introduces the concept
of a metamorphic slice.

An early work on relation composition [71] examines non-trivial
composition functions and shows that the defect discovery effectiveness
of the composition usually exceeds the total effectiveness of individual
relations. Authors of [72] conduct a theoretical study of the possibilities
of composition and discuss some examples. The article on checking
geographic systems [73] uses relations compositions of the form z(y(x()))
with 2-4 functions, and uses the simple relations intended to check various
properties: test requirements, program properties, algorithm properties, etc.
The work on testing a bioinformatic pipeline [34] proposes a method for
compiling compositions of metamorphic relations for systems using logical
functions.

Combinations with other methods. Metamorphic testing can be
combined with fuzzing. hlZhou et al. [21] slightly distort the LIDAR
data, which makes it possible to evaluate the system’s robustness. An
interesting technique is the use of metamorphic testing and adaptive
random testing [75]: when generating a subsequent test, the distance to
the three previous ones is measured. In addition, metamorphic testing is
used in spectrum-based fault localization [70] and in combination with
genetic algorithms [76].
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Conclusion

This systematic review examines methods and patterns for constructing
metamorphic relations in various fields of knowledge. We analyze the
available literature, identify the most frequently applied techniques, and
examine popular application areas of metamorphic testing in detail.

As a result of the study,

• We have identified six common types of input data transformations
that are used in the formulation of metamorphic relations: linear
transformations, symmetries, permutations, adding or removing
elements, replacing or adding noise, and merging or splitting into
parts.

• We have analyzed and compared relations for problems from different
fields of knowledge;

• We have considered indirect methods for obtaining relations, such as
creating compositions of existing ones, using statistical approaches,
and combining them with other methods;

• We have obtained a summary table of the variable units in each area
and identify opportunities for compiling new relations.

The results of this analysis can contribute to the development of a
general theory of building metamorphic relations, the popularization
of metamorphic testing, and the creation of new test automation technologies
and applications. We hope our work will help researchers apply metamorphic
testing more easily and quickly.
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